*CSE 102*

**ARRAYS**

A Quick Recap:

* An array is a sequence of fixed-length data items each having the same type and stored contiguously in memory.
* Once created, the size of the array cannot be changed.
* The name (identifier) of an array is a reference to its first element.
* We use arrays to store data which will be necessary in the next stages of our computation.
* Note that arrays are located in main memory, which typically has around 8-16 GB of storage capacity nowadays. Your program can allocate only a part of this storage as there are always other programs running on your computer.
* In order to keep memory usage low, a program should deallocate an array if it won’t be used in future before allocating new ones. This task is done by the programmer in languages like C, C++; but languages like Java has what is called “garbage collector” facility. So you don’t need to worry about deallocation while you’re writing code in Java.

Java Syntax for Arrays:
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The left hand-side of the assignment operator declares a new variable “arr” which is a reference to an integer array.

The right hand-side actually creates a new array of size 10, by allocating the required amount of space from memory and then initializes its elements to the default value, 0 for int type.

If you want to initialize your array with different values, you can use the following syntax:
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Accessing and altering:

![](data:image/png;base64,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)

**Exercises**:

1. What will be the output of the following program?

**public** **static** **void** main(String[] args){

**int**[] arr = **new** **int**[10];

System.***out***.println(arr[5]);

}

1. undefined
2. 10
3. 0
4. 5
5. What will be the output of the following program?

**public** **static** **void** main(String[] args){

**int**[] arr = **new** **int**[10];

System.***out***.println(arr[10]);

}

1. 0
2. Runtime Error
3. 10
4. Compiler Error
5. What will be the output of the following program?

**public** **static** **void** main(String[] args){

**int**[] arr = **new** **int**[10];

arr[4] = 5;

**int**[] arr2 = arr;

arr2[4] = 3;

System.***out***.println(arr[4]);

}

1. 3
2. 5
3. 10
4. Compiler Error
5. What will be the output of the following program?

**static** **void** cleaner(**int**[] arr) {

**for**(**int** i=0; i<arr.length; i++)

arr[i] = 0;

}

**public** **static** **void** main(String[] args){

**int**[] arr = **new** **int**[10];

arr[0] = 6;

*cleaner*(arr);

System.***out***.println(arr[0]);

}

1. 6
2. 0
3. 10
4. Compiler Error
5. The following function is supposed to print the elements of an integer array to standard output. What should be replaced with question marks?

**static** **void** printArr(**int**[] arr) {

**for**(**int** i=0; i< ??? ; i++)

System.***out***.print(arr[i]+" ");

}

1. len(arr)
2. arr.length()
3. arr.length(i)
4. arr.length
5. The following function is supposed to reverse the elements of an integer array. What should be replaced with question marks?

**static** **void** reverse(**int**[] arr) {

**int** temp;

**int** len = arr.length;

**for**(**int** i=0; i< ??? ; i++) {

temp = arr[i];

arr[i] = arr[len - 1 - i];

arr[len - 1 - i] = temp;

}

}

1. len/2
2. len
3. len/3
4. 2\*len
5. Inspect the following alternative reverse function and compare it to the one given in previous question. Which of the following is false about the comparison?

**static** **int**[] reverseAlt(**int**[] arr) {

**int**[] newArr = **new** **int**[arr.length];

**for**(**int** i=0; i<arr.length; i++) {

newArr[i] = arr[arr.length - 1 - i];

}

**return** newArr;

}

1. reverse() does not return anything while reverseAlt() returns an integer array.
2. reverse() reverses its input in-place while reverseAlt() allocates new memory as large as the original array.
3. reverseAlt() is inefficient because it returns an array, which is a burdensome operation when array is very large.
4. reverse() is better in the sense that it uses significantly less memory space.
5. The following function sorts a given integer array in ascending order. What should be done to reverse the order of sorting?

**static** **void** bubbleSort(**int**[] arr) {

1. **int** temp;
2. **for**(**int** j=0; j<arr.length-2; j++)
3. **for**(**int** i=0; i<arr.length-1-j; i++)
4. **if**(arr[i] > arr[i+1]) {
5. // swap arr[i] and arr[i+1]
6. temp = arr[i];
7. arr[i] = arr[i+1];
8. arr[i+1] = temp;

}

}

1. Replacing the line 2 with **for**(**int** j=arr.length-3; j>=0; j--).
2. Replacing the line 3 with **for**(**int** i=0; i<arr.length-1; i++) and deleting the outer loop.
3. Swapping “arr[i]” and “arr[i+1]” in line 4
4. Swapping “arr[i]” and “arr[i+1]” in lines 6,7,8
5. Write a method which takes an array of strings *dict* and a particular string *pattern* and returns a boolean array having the same length as of *dict* and whose ith element is true iff *pattern* appears somewhere inside *dict[i]*.

1. Write a method which takes an array of strings *dict* and returns a boolean array having the same length as of *dict* and whose ith element is true iff *dict[i]* is a palindrome.
2. Write a function which takes an array of strings and returns the alphabetically first one.

**ANSWERS:**

1. C
2. B
3. A
4. B
5. D
6. A
7. C
8. C
9. **static** **boolean**[] search(String[] dict, String pattern) {

**boolean**[] res = **new** **boolean**[dict.length];

**for**(**int** i=0; i<dict.length; i++)

res[i] = dict[i].contains(pattern);

**return** res;

}

1. **static** **boolean** isPal(String s) {

**if**(s.length() == 1 || s.length() == 0)

**return** **true**;

**else**

**return** s.charAt(0) == s.charAt(s.length()-1) &&

*isPal*(s.substring(1, s.length()-1));

}

**static** **boolean**[] palCheck(String[] dict) {

**boolean**[] res = **new** **boolean**[dict.length];

**for**(**int** i=0; i<dict.length; i++)

res[i] = *isPal*(dict[i]);

**return** res;

}

1. **static** String getFirst(String[] dict) {

String first = dict[0];

**for**(**int** i=0; i<dict.length; i++)

**if**(dict[i].compareTo(first) < 0)

first = dict[i];

**return** first;

}